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#### Abstract

In this work we present a novel approach for modeling complex industrial plants, employing directed graphs to the simulation and automatic reconfiguration after failures. The framework offers the possibility to model the failure propagation, estimating the overall condition of the system before and after the damage and exploit such a health index for dynamic recalibration. To model the typical operation of industrial plants, we propose several additions with respect to the standard graphs: $i$ ) a quantitative measure to control the overall condition of the system ii) nodes of different categoriesand then different behaviors-and iii) a fault propagation procedure based on the predecessors and the redundancy of the system. The obtained graph is able to mimic the behavior of the real target plant when one or more faults occur. Additionally, we also implement a generative approach capable of activating a particular category of nodes in order to contain the issue propagation, equipping the network with the capability of reconfiguring itself and resulting in a mathematical tool useful not only for simulating and monitoring but also to design and optimize complex plants. The final asset of the system is provided in the output with its complete diagnostics and a detailed description of the steps that have been carried out to obtain the final realization.
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## 1. Introduction and motivations

In many operative and industrial fields dealing with complex systems, one of the fundamental aspects during the life cycle of a product is the individuation of faults. A quick detection of any generic fault could lead to avoiding destructive situations and to a dynamical re-calibration of the system, minimizing the impact of the failures. For this reason, a lot of effort has been spent in its modeling and diagnostics [1-3]. Graphs have met the necessity to model precisely process plants, leading the path to the creation of ad-hoc software [4,5]. Moreover, the qualitative paradigm of signed
directed graphs has been enriched over the years with high-resolution techniques, able to provide a quantitative description [6-8].

Besides a precise description of fault consequences, the ability to simulate these kinds of fatal events creates the opportunity for real-time intervention, aimed at an automatic reconfiguration of the system with its largest residual operational capacity.

In this work, we will present a screening tool we have developed within this framework, able to mimic different kinds of perturbations in interconnected systems, such as industrial plants. The dependencies between the network elements is indeed depicted employing graph theory, such that the results obtained from the graph analysis can therefore be used to improve the robustness and resilience profile of industrial facilities against domino effect propagation. Not only: we coupled the graph model with a custom fault propagation procedure-based on logical relations between the componentsto provide a simplified digital twin of the studied plant that behaves like the physical one. This finally allowed us to employ a genetic procedure that, controlling the active propagation resistances, is able to dynamically change such resistance states in order to limit the effect of a generic fault.

All the features described in the present work have been implemented in SAFEX software, within project SAFE, "Realtime Damage Manager And Decision Support". An open-source restricted version of the software can be found in GRAPE (GRAph Parallel Environment) software package [9-11].

The paper is organized as follows: in Section 2, after an initial digression on graph definitions, we present the features we have introduced for the failure propagation and the dynamic optimization. We highlight that, for the sake of clarity, we provide in the same section a toy problem to show the purpose of the new additions. In Section 3 we finally apply the proposed framework to an industrial plant and, to have more robust results from a statistical perspective, on several random graphs. The document ends with Section 4, where we summarize the content of the manuscript and highlight the future continuation of this work.

## 2. Graph theory for modeling complex systems

Graph theory is a well-established mathematical framework. Its origins date back to Euler in 1736 [12]; from the very beginning its rigorous formalization has been entangled with scientific and technological development in various fields, including mathematics [13, 14], chemistry [15], physics and engineering [16]. This section is devoted to introduce the methodology we have applied for the modeling of complex systems: initially we provide a formal overview about graph theory, defining the main features of a generic graph, to then focus about the introduced characteristics and the genetic calibration of the graph itself. A graph can be defined as a general representation of a structure describing relations between objects. For its generality, it is well-suited for the description of very diverse structures at many different scales [17-19]. In the current application, graphs have been employed in the description of interconnected systems, such as industrial plants.

We define a graph $G$ as formed by a set of nodes $N$ and a set of edges $E$; each edge connects two nodes. If a weight is assigned to each edge (usually a positive integer value), the graph is called weighted; unweighted, otherwise. A directed graph (or digraph) is a graph whose edges have a direction, with one node as head and the other as tail. The graph is called sparse if $|E| \propto|N|$, while it is called dense if $|E| \propto|N|^{2}$. The length of a walk (intended as a succession of alternating nodes and edges) between two nodes $u$ and $v$ is given by the number of the edges traversed, if the graph is
unweighted. Otherwise, the length is given by the sum of the edge weights. A node $v$ is said to be reachable from a node $u$ if there exists at least one walk from $u$ to $v$. A walk with no repeated nodes is called a path. The distance between two nodes $u$ and $v$ is the length of the shortest walk containing them. Within the current application, we are always going to address weighted directed graphs.

### 2.1. Model industrial plants with graphs

The proposed methodology aims to model a generic plant through a graph: the components that compose such plant-e.g., a water pump, a valve-are indeed modeled as nodes, while the connections between such objects-the reader can think of cables and wires-are simulated through the graph edges. In order to provide a more realistic description of how commodities flow within an industrial plant, the graphs have been equipped with weighted edges. Weight can be very useful in specifying preferable itineraries for the service stream, with respect to areas in which its course can be less favored.

A shortest path is defined as the walk between two vertices that minimizes the sum of the weights of the edges traversed. An example is given in Figure 1. Shortest-path calculation plays a crucial role in graph analysis. It is necessary in order to be able to compute a series of quantities, known as efficiency and centrality measures, for system diagnostics.


Figure 1. Shortest Path. In this weighted digraph $G(N, E)$ the shortest path is indicated in green, with respect to the red path, which implies a larger weighted distance between the nodes.

For weighted graphs we have implemented two algorithms for shortest-path calculation: Dijkstra's method [20] for sparse graphs and Floyd-Warshall [21-23] for dense graphs.

Dijkstra's algorithm assigns some initial distance values, improving them step by step. It starts with marking all the nodes as unvisited, assigning to every node a tentative distance value, which is set to zero for the initial node (that will be labeled as current), while infinity for all other nodes. The search proceeds between all the unvisited neighbors of the current node, calculating their tentative distance through it, and updating if smaller than the previous one. When all its neighbors have been visited, the current node is marked as visited and never checked again. For all-pairs distance (the distance computed over all possible nodes) this algorithm is of order $O(|N|(|E|+|N| \log (|N|)))$.

Floyd-Warshall algorithm, instead, involves the comparison of all the possible routes between a pair of vertices $i$ and $j$. If the distance is smaller than the previous one, distance and predecessor matrices get updated. A final path reconstruction returns the shortest paths for the graph.

From shortest paths, it is possible to extract the path efficiency, which is given by the inverse of its length, when different from zero, and zero otherwise. We recall that, for weighted graphs, the path length does not depend on the number of edges traversed, but on the sum of their weights. From this local measure, further measures can be obtained, providing a more global view. Our implementation also provides centrality measures. These quantities are more related to how well-connected a node is, and their comparison before and after a fault can be a useful hint on how the situation has changed due to the perturbation. Shortest-path and measures calculations are repeated after the propagation of damage, and their description for the integer and damaged graph represents an important part of the system diagnosis. More details about efficiencies and centralities can be found in [9].

Such measures are surely very important to analyze and detect possible criticalities but are not sufficient to express the propagation of a certain failure inside the graph or to estimate its health condition. The next sections highlight the additions we implemented in order to have a dynamic model of the entire plant. The basic rule is that any node of the plant that is affected by damage propagates the failure to its successor nodes before becoming a dead node (not working) and being removed by the graph.

### 2.2. Node types and residual service

In modeling complex systems, it becomes fundamental the estimate the health condition, especially before and after damage occurs, in order to quantify the condition decrease. In addition to the aforementioned measures, we then introduce a feature representing the system's residual capacity. We refer to this measure for the rest of the article as residual service, or just service. To our knowledge, no similar property has been implemented before for the flow of commodities.

The importance of service, together with its intrinsic relation with fault propagation, has an immediate effect on the graph characterization, acting as a sort of health index of the system. Mimicking the commodities flow, the basic idea is to have a limited set of nodes that provide service to the entire system-i.e., a real positive quantity-a set of nodes that needs a certain amount of service to stay active and working. All the rest of the nodes are in charge of propagating the service to their neighbors. In order to implement the computation of the residual service of the system, we classify all the nodes into several categories: Nodes have been labeled regarding their role when service is taken into account:

- SOURCE nodes provide service to the network, acting as a source for the entire system. Some examples are water tanks or electric batteries since they enter water or electricity.
- US ER nodes need a certain service to stay alive. Electric devices that use the electric current are concrete examples of this type of node.
- $H U B$ nodes represent the rest, and they usually constitute the paths going from SOURCE to USER.

The total service of the whole plant is then computed as the sum of the residual service in all the SOURCE nodes.

It is important to highlight that $\operatorname{SOURCE}$ and $U S E R$ nodes can be seen not just as components, but also as the input and output coming from other sub-systems. In this way, we can connect different sub-structures, which exchange information using service. It is also important to specify that for each SOURCE, the service has to be split between all surviving $U S E R$ nodes connected to it. If some

USER nodes are broken due to a perturbation, the residual service is re-computed taking just the available ones into account.

### 2.3. Edge types and fault propagation

In addition to the definition of service, we add the possibility to specify three different logical relations between nodes connected by an edge (see Figure 2), allowing for modeling a larger variety of possible systems.

- SINGLE edge connects a node to its unique predecessor.
- AND edge reports the fact that a node has more than one predecessor: all the predecessors are necessary for the functioning of that component.
- OR edge also reports the fact that a node has more than one predecessor: however, in this case, just one of the predecessors should be active to guarantee the functioning of that component.


Figure 2. Example graph. The four different colors identify different areas. Nodes are labeled as $S O U R C E$ (reverse triangle), $H U B$ (circle), or $U S E R$ (up triangle), while the edges can describe $O R$, SINGLE, or AND relations between linked nodes. SWITCH nodes (cross) are a particular type of $H U B$ nodes. Nodes with no transparency are perturbationresistant nodes.

Finally, if a node has no predecessor it is labeled in the input as ORPHAN. The perturbation of any damage is propagated using the graph connectivity enriched by these logical relationships. Once the node is perturbed by a fault, after propagating it to its successors, is removed by the graph, marking the related component as not working. Regarding the behavior of the graph dealing with a generic fault, we introduce two kinds of perturbation resistances that can confine the cascade effects. The first one is passive resistance, for nodes that are not affected by the perturbation. This kind of resistance is intrinsic to the component itself (one example can be a fire-proof element within a plant). The second
resistance is called active, implying the voluntary activation of some graph elements in order to block the failure propagation. We introduce a new type of nodes, the $S$ WITCH ones, a subset of the $H U B$ 's that have a binary state. For a concrete example, the reader can think of a hydraulic valve or electric switch. Their state can be changed in order to stop the failure propagation. By convention in SAFEX we set a SWITCH to True if it allows the flow of commodities (and, in this way, also the propagation of damage), like in a closed circuit. Vice-versa, a SWITCH is set to False.

### 2.4. Dynamic recalibration after damage: a genetic approach

The example graph in Figure 2 shows just two nodes labeled as $S$ WITCH. For this simple case, we can list all the possible configurations that they can assume very easily. Increasing the number of SWITCH nodes, the number of possible realizations increases exponentially. Therefore, determining the best configuration for a certain simulated fault is not straightforward.

In order to solve this problem in general, in SAFEX we employ a generative approach. Genetic algorithms date back to 1973 [24, 25], and they have had a strong development within the years [2630], still maintaining their basic concept, which we are going to summarize here to help a better understanding.

These kinds of algorithms generate a population of individuals with random genes and make them evolve mimicking Darwin's theory of evolution. The main steps are selection, crossover, and mutation.

We can define a population as composed by $N$ individuals $\mathbf{x}_{i} \in \mathbb{R}^{P}$ with $P$ genes as $\mathbf{X}=\left\{\mathbf{x}_{i}, \ldots, \mathbf{x}_{N}\right\}$. We express the fitnesses of each individual using a scalar function $f: \mathbb{R}^{P} \rightarrow \mathbb{R}$. The first generation $\mathbf{X}^{1}$ is generated randomly, and for every individual in the population the respective fitness is computed: $y_{i}=f\left(\mathbf{x}_{i}\right)$ for $i=1, \ldots, N$. Every iteration (called generation), implies the following steps:

- selection: the best individuals of the previous generation are chosen, according to their fitnesses, in order to form the new one. The number of individuals chosen and the approach can vary;
- crossover: the selected individuals are combined in pairs, with a certain probability. Mixing the genetic information of the two parents allows the creation of one or more new offspring, which are going to constitute the new generation $\mathbf{X}^{i+1}$. You can see a graphical sketch of this procedure in Figure 3a;
- mutation: one or more individuals evolve changing part of their genes, according to some probability. You can see a graphical sketch of this procedure in Figure 3b.


Figure 3. Graphical sketch of crossover and mutation procedures.

The total number of generations is itself a parameter of the algorithm. Iterating over generations, it is possible to optimize the original population. In the actual implementation of the genetic algorithm in SAFEX for the optimization of SWITCH nodes, we have taken advantage of DEAP (Distributed Evolutionary Algorithms in Python) library [31].

We still need to define what is an individual, and how fitness is evaluated for it, in the current framework. A state is defined as one of the possible realizations for $S$ WITCH nodes: hence, $\mathbf{x}_{i}$ is a list of True and False values, with dimension equal to the total number of these nodes. The set of SWITCH nodes is defined in the input. For each of the states, three quantities constitute the fitness:

- $n_{\text {actions }}$ : the total number of "flips" necessary in order to turn the initial configuration (given in input) into the one represented by the individual. The best configuration is supposed to be the closest to the initial with the lowest fitness. Within a real industrial plant, whether the activation of a SWITCH is manual or automatic, the quickest solution remains the one with the smallest intervention;
- $S_{\text {tot }}$ : total final residual service, given by the sum of the residual service at all $U S E R$ nodes;
- $n_{\text {alive }}$ : total number of survived nodes after the perturbation, for the considered configuration of $S$ WITCH nodes.

The weights for these three different quantities are set by the user; in any case, we want to minimize the first quantity, while maximizing the other two, so that the fitness reads:

$$
\begin{equation*}
y_{i}=f\left(\mathbf{x}_{i}\right)=w_{1} \cdot n_{\text {actions }}\left(\mathbf{x}_{i}\right)-w_{2} \cdot S_{\text {tot }}\left(\mathbf{x}_{i}\right)-w_{3} \cdot n_{\text {alive }}\left(\mathbf{x}_{i}\right) . \tag{2.1}
\end{equation*}
$$

## 3. Numerical results

In this section, we show the numerical results we obtained by applying the described modeling technique to different test cases. We remark again that, concerning the implementation side, our framework has been implemented in SAFEX, which has been employed also to collect the results we are going to discuss. Initially, we provide a toy example to show the propagation of the failures and the residual service. Then, we focus on a demonstration of the activation of SWITCH nodes on a small graph that emulates real-world plants, testing the introduced methodologies for simulating a perturbation. We have chosen a plant with limited dimension (therefore also the corresponding graph) to show in detail all the steps computed for propagating such perturbation, as well as a qualitative discussion about the outcome of the genetic re-calibration. In the end, we analyze larger graphs in order to quantitatively measure the effectiveness of the proposed framework. It must be said that this last test, since the randomness in the graphs generation, wants to explore the robustness of the proposed optimization on a large variety of possible scenarios. The graphs do not represent any existing real plant, but contain, by constructions, all the possible structures, estimating from a statistical perspective the effectiveness of the method.

### 3.1. Toy example

After having explained all the main characteristics of our graphs, in this section we are going to present one simple fault event, in order to give a picture of the propagation procedure. The analyzed graph is shown in Figure 2. Despite its reduced dimension, it contains all the elements introduced
in the previous section, allowing us to clearly emphasize their role in the procedure. We label all the nodes with integer numbers ( $\{1 . .18\}$ ) in order to easily indicate them. The four colors of the nodes indicate the node attribute area, which is the room (spatial location) to which the corresponding component belongs. The SOURCE nodes, represented by the reverse triangle, are the 1 and 15 and they are connected to the only $U S E R$, node 18 (up triangle). The other nodes are SWITCH and $H U B$, respectively the cross and dot symbols in the figure. The opacity indicates the resistance to perturbation: in this example, the only node not resistant to perturbation is the 1 . The edges instead indicate the logical relations: solid black for SINGLE, solid pink for $A N D$ (the node is alive if all the parent nodes are alive) or dashed for $O R$ (the node is alive if any of the parent nodes is alive).

We consider the perturbation of one node, namely node 1. In Figure 4, on the left, the whole graph is shown, before and after the perturbation. Initially, the $\operatorname{SOURCE}$ nodes $(1,15)$ provide the service $S_{\text {node1 }}=1$ and $S_{\text {node15 }}=2$, respectively, so that the total service at the user 18 is 3 . When node 1 is perturbed, not possessing any resistance to the damage, it gets broken. SWITCH nodes 2 and 3 are opened (e.g., set to False) so that failure propagation gets blocked and the damage is limited to node 1 only.


Figure 4. Example of a fault event, the damage of one node, namely SOURCE 1. On top, is the graph referring to the healthy plant, while the damaged one is at the bottom. A damage is induced in the node 1. $S_{\text {node } 1}$ and $S_{\text {node15 }}$ represent the service provided by nodes 1 and 15, before and after the perturbation.

### 3.2. Switch line

The first system under study is a very good illustration of the mechanism for the activation of S WITCH nodes. The graph in Figure 5 shows, in fact, a sequence of nodes interposed with S WITCH nodes. The possible states are many: for this reason, we can clearly see the genetic algorithm described in Section 2.4 in action.

The graph in Figure 5 includes 25 elements connected by direct edges that reflect the hierarchy of the system in a parent-child fashion. The nodes are distributed in adjacent areas:

- area 1 includes 6 nodes, namely $A, 1, S_{1}, 2, S_{2}$, and 10 ;
- area 2 includes 5 nodes, namely $3, S_{3}, 4, S_{4}$, and 11 ;
- area3 includes 6 nodes, namely $B, 5, S_{5}, 6, S_{6}$ and 12 ;
- area 4 includes 6 nodes, namely $C, 7, S_{7}, 8, S_{8}$ and 13;
- area5 includes 2 nodes, namely 9 and 14 .

In the graph in Figure 5, all edges are $A N D$ edges. This choice has been made in order to have the widest possible spread of any perturbation. A perturbation of one or multiple elements in one area may exceed the area boundaries and propagate to other components connected to it, located in other areas. Nodes $10,11,12,13$, and 14 are perturbation-resistant nodes, showing passive resistance. Hence, these nodes will not be affected by the simulated perturbation. Nodes $S_{1}, S_{2}, S_{3}, S_{4}, S_{5}, S_{6}, S_{7}$ and $S_{8}$ are $S$ WITCH isolating elements.

As stated previously, SWITCH nodes activation can stop the propagation of a fault in a graph, avoiding a very dangerous cascade effect. They are characterized by two possible values: True or False. For this example, we are going to set the genetic algorithm weights to unity ( $w_{1}=w_{2}=w_{3}=1$ ). Moreover, we set the SWITCH nodes all to True as initial condition:

$$
\begin{equation*}
\mathbf{x}_{\text {initial }}=\left\{S_{i}=\text { True }, \quad \forall i=1, \ldots, 8\right\} . \tag{3.1}
\end{equation*}
$$

If all the three sources $A, B$ and $C$ in Figure 5 provide a service equal to 1 , then for the initial configuration chosen each of the users obtains an amount of service equal to $3 / 5=0.6$.

The first perturbation we would like to analyze is the perturbation of node 1 . Node 1 has no fault resistance of any kind; hence, it gets broken.

After that, the perturbation could in principle propagate to all nodes (if not limited); however, the genetic evolution identifies the following best state: all the switches but $S_{1}$ remain True (hence, closed). This configuration has the following characteristics in terms of fitness: $n_{\text {actions }}=1$ with respect to the initial condition, total final service $S_{\text {tot }}=2$ (SOURCE node $A$ is no more connected to any of the $U S E R$ nodes), and $n_{\text {alive }}=24$ nodes surviving to the perturbation. In conclusion, $y_{\text {best }}=-25$ is the fitness of the best configuration. Notice that setting a SWITCH node to False cuts off the edges between that node and its predecessors.

The second result for the switch line graph concerns the perturbation of node 2. This time, we perturb again a single node; however, this node is surrounded by more switches. For this reason, in order to isolate the broken node, we need to open two switches: both $S_{1}$ and $S_{2}$ get activated. The fitness of the best state can be computed $y_{\text {best }}=2-3-24=-25$. It is important to notice that opening $S_{1}$ and $S_{2}$ has indeed modified the flow in the graph. In fact, the final service is $S_{\text {tot }}=3$, as for the initial configuration, but differently distributed between the $U S E R$ nodes with respect to the starting point. While initially all the $U S E R$ nodes were evenly receiving $1 / 5$ of the total service, in the final
situation node 10 is the only one still connected to $\operatorname{SOURCE} A$, receiving final service 1 , while the other four $U S E R$ nodes have all final service equal to 0.5 , splitting evenly the service provided by $B$ and $C$.


Figure 5. Switch line. This graph is divided into five areas, which are identified by the different colors. Nodes are labeled as SOURCE (down triangle), HUB (circle), SWITCH (cross), or $U S E R$ (up triangle), while the edges can describe $O R$, $S$ INGLE, or AND relations between linked nodes. Nodes with no transparency are passive-resistant nodes.

As a final result for the switch line, we would like to perturb more than one node, namely nodes 2 and 3. This kind of perturbation is interesting because, differently from the previous one inspected here, if we set weights $w_{1}=w_{2}=w_{3}=1$, then two states have the same, lowest, fitness. The concerned states are the following:

$$
\begin{align*}
& x_{\text {best }} 1^{1}=\{\text { False,False,False,True, True, True,True, True }\} .  \tag{3.2}\\
& x_{\text {best }}{ }^{2}=\{\text { False,True,False,True,True,True,True,True }\} . \tag{3.3}
\end{align*}
$$

Both of them have fitness $y_{\text {best }}{ }^{1}=y_{\text {best }}{ }^{2}=-23$. We have presented this corner case in order to highlight the role of weights: in situations like the one just shown, assigning a positive weight larger than 1 to the number of actions is going to make $x_{\text {best }}{ }^{2}$ prevail as best state; vice-versa if the residual service matters more.

### 3.3. Random graphs

After showing the capabilities of SAFEX in detail, we would like to present an overview analysis on random graphs. We have focused our analysis on sparse random graphs of size 100.

We have generated sparse directed graphs using fast_gnp_random_graph function of NetworkX. This method, for a fixed value of the number of nodes $n$, and of the probability $p$ of creating edges, returns a $G_{n, p}$ random graph, also known as an Erdős-Rényi graph or binomial graph [14, 32].

In the $G_{n, p}$ model, a graph is constructed by connecting labeled nodes randomly. Each edge is included in the graph with probability $p$, independently from every other edge. In this study, we have always chosen $p=1 / n$.

We have started with sparse graphs of size 100 nodes. We have created different versions of the same random graph, each one with an increasing percentage of SWITCH nodes, from 0.1 to 0.9 . SOURCE and USER nodes have not been modified in this process, in order to be able to compare the total service before and after the perturbation. The percentage of SWITCH nodes is relative to the total number of $H U B$ nodes, which have been turned into larger and larger numbers of switches. It is important to specify that for increasing the percentage of switches, the set of SWITCH nodes contains the ones of smaller percentages as a subset.

All the nodes without fathers have been labeled as $\operatorname{SOURCE}$, and the ones with no children have been labeled as $U S E R$. The rest of the nodes are all $H U B$ nodes initially; a percentage larger and larger is turned into $S$ WITCH nodes, as stated previously. No node has been labeled as perturbation resistant: the reason for this choice is that we were interested in looking at the propagation of the perturbation in the graph, modulated by the presence of switches. All the edges have a weight equal to one. The parameters of the genetic algorithm are the following: npop individuals for the initial population, ngen generations, probability $i n d p b$ for the attributes to be changed, and threshold tresh for applying crossover/mutation. The population to be iterated through the generations is created first from the initial population, choosing the best $n s e l$ selected children, which get modified by mutation or crossover at each step, according to the defined probabilities.

The first graph that we experience is a sparse random graph with only $A N D$ logic relationships between nodes. This is the worst-case scenario: in fact, in the absence of perturbation resistances of any kind, the fault propagation can stop just when arriving at the end of a certain path, after having run it all. In the case of $O R$ fathers, instead, just one of the $O R$ fathers has to remain alive in order for the node not to be deleted.

We present as the first example the perturbation of node 83 with and without switches. This node is the one with the highest out-degree centrality in the graph. Since the fault propagates from one node to all its children, the breakage of this node is the most disruptive for the graph. Disabling switches, the perturbation of node 83 causes the break of 17 nodes: [ $3,9,26,42,46,48,51,53,60,70,75,77,83,84,87,89,94]$. The original service, equal to 27 , turns out to be 14 in the end. In Table 1 we show instead the results for increasing the percentage of switches in the graph. The results shown in the table are the best of 10 runs, meaning the ones with the lowest fitness. Moreover, it is worth mentioning that while obtaining these results, we have fixed the same weights $w_{1}=w_{2}=w_{3}=1$ for the three contributions of the fitness. This implies that the genetic algorithm is going to take into account equally the total number of actions and the total number of survived nodes in order to identify the best state, not only the total final service.

What we immediately notice is the fact that, even for the smallest percentage of switches, the number of broken nodes is reduced with respect to their total absence. Moreover, the number of broken nodes diminishes for increasing switch percentage, while the service increases.

Given the set of switches for fixed percentages, the set for smaller percentages is a subset of the
former. Hence, we expect that for increasing the percentage of switches the fitness must remain the same or decrease, if increasing the number of SWITCH nodes a lower minimum has been reached. We notice this behavior in Table 1.

The second example that we would like to show is the perturbation of a single node with the smallest out-degree centrality, equal to 1 . A fault departing from this node should have a less severe effect on the graph. Disabling switches, the perturbation of node 93 causes the break of 4 nodes: [25,34,70,93]. The original service, equal to 27, turns out to be 24 in the end. In Table 2 we show instead the results for increasing the percentage of switches in the graph. We notice that for this perturbation the genetic algorithm converges immediately to a situation in which the only broken node is the one from which the fault starts. This is the best possible result: in fact, no other node is affected. Node 93 is a SOURCE node, and its only connection is to node 25 , which is a $S$ WITCH node for all percentages.

The lower value of service for $80 \%$ of switches can be justified by a smaller number of actions. We again recall that the fitness takes into account the number of actions, the total number of survived nodes, and the total final service with the same weight.

We are now going to present the same perturbation as above, nodes 83 and 93 , for graphs that present both $O R$ and $A N D$ edges. These types of graphs have been created from the ones with just $A N D$ edges, turning half of the edges to $O R$ edges.

The first perturbation studied is as before the one of node 83 , the most connected. In the absence of switches, this perturbation causes the breakage of 12 nodes, with a total final service of 21 . As expected, the presence of $O R$ edges mitigates the consequences of the perturbation, even without switches. In Table 1 we can see that this effect is perpetuated even in the presence of switches. With respect to Table 1, the service starts higher even for the smallest percentage of switches and is always larger compared to the same percentage of switches.

Regarding the perturbation of node 93 instead, in the absence of switches three nodes get broken, with a final service of 24 . We can say that the presence of $O R$ edges improves the final state in absence of switches, while in their presence the situation with or without $O R$ edges is more or less the same. However, we have to recall node 93 presents a favorable situation, being linked by its only edge to a S WITCH node. We can conclude that in any case, the presence of switches improves the final state, both in terms of the total number of survived nodes and in terms of total final service.

Tables 3 and 4 show the cases in which one of the fitness weights has been alternately set equal to 10 , while the other two remain equal to 1 . Table 3 exhibits the fact that rewarding the survival of nodes is somehow equivalent to promoting a larger amount of total final service. Table 4 instead underlines the fact that when the cost of switch flips is large, the need to keep a low number of actions takes place at the expense of the survival of nodes and of the total final service.

Table 1. Results for the best switch state for increasing percentage of switches. In the table header, \#acts represents the number of actions, surv the number of survived nodes after the perturbation, $S_{\text {tot }}$ is the total final service, while $y_{\text {best }}$ is the best fitness of 10 runs. This example refers to the perturbation of node 83 (out-degree centrality equal to 4 ), for a graph of size 100 nodes. On the left, results for just $A N D$ edges are shown, while on the right results for both $O R$ and $A N D$ edges are shown. Parameters: npop $=400$, ngen $=200$, $i n d p b=0.7$, tresh $=0.4, n$ sel $=100$.

| No switches: 83 survived nodes, $S_{\text {tot }}=14\left(\right.$ AND ); 88 survived nodes, $S_{\text {tot }}=21($ OR and AND) |  |  |  |  |  |  |  |  |
| :--- | :--- | :--- | :--- | :--- | :--- | :--- | :--- | :--- |
| $\%$ | \# acts | surv. | $S_{\text {tot }}$ | $y_{\text {best }}$ | \# acts | surv. | $S_{\text {tot }}$ | $y_{\text {best }}$ |
| 10 | 1 | 84 | 14 | -97 | 1 | 90 | 22 | -111 |
| 20 | 2 | 94 | 22 | -114 | 1 | 95 | 26 | -120 |
| 30 | 2 | 94 | 22 | -114 | 2 | 96 | 26 | -120 |
| 40 | 2 | 94 | 22 | -114 | 2 | 96 | 26 | -120 |
| 50 | 3 | 96 | 22 | -115 | 3 | 98 | 26 | -121 |
| 60 | 3 | 96 | 22 | -115 | 3 | 98 | 26 | -121 |
| 70 | 3 | 96 | 22 | -115 | 3 | 98 | 26 | -121 |
| 80 | 3 | 98 | 23 | -118 | 3 | 99 | 26 | -122 |
| 90 | 3 | 98 | 23 | -118 | 3 | 99 | 26 | -122 |

Table 2. Results for the best switch state for increasing percentage of switches. In the table header, \#acts represents the number of actions, surv the number of survived nodes after the perturbation, $S_{\text {tot }}$ is the total final service, while $y_{\text {best }}$ is the best fitness of 10 runs. This example refers to the perturbation of node 93 (out-degree centrality equal to 1 ), for a graph of size 100 nodes. On the left, results for just $A N D$ edges are shown, while on the right results for both $O R$ and $A N D$ edges are shown. Parameters: npop $=400$, ngen $=200$, indpb $=0.7$, tresh $=0.4$, nsel $=100$.

| No switches: 96 survived nodes, $S_{\text {tot }}=24$ (AND); 97 survived nodes, $S_{\text {tot }}=24$ (OR and AND) |  |  |  |  |  |  |  |  |
| :--- | :--- | :--- | :--- | :--- | :--- | :--- | :--- | :--- |
| $\%$ | \# acts | surv. | $S_{\text {tot }}$ | $y_{\text {best }}$ | \# acts | surv. | $S_{\text {tot }}$ | $y_{\text {best }}$ |
| 10 | 1 | 99 | 25 | -123 | 1 | 99 | 25 | -123 |
| 20 | 1 | 99 | 25 | -123 | 1 | 99 | 25 | -123 |
| 30 | 1 | 99 | 25 | -123 | 1 | 99 | 25 | -123 |
| 40 | 1 | 99 | 25 | -123 | 1 | 99 | 25 | -123 |
| 50 | 1 | 99 | 25 | -123 | 1 | 99 | 25 | -123 |
| 60 | 2 | 99 | 25 | -122 | 1 | 99 | 25 | -123 |
| 70 | 2 | 99 | 25 | -122 | 1 | 99 | 25 | -123 |
| 80 | 6 | 99 | 25 | -118 | 1 | 99 | 25 | -123 |
| 90 | 5 | 99 | 25 | -119 | 1 | 99 | 25 | -123 |

Table 3. Results for the best switch state for increasing percentage of switches. In the table header, \#acts represents the number of actions, surv the number of survived nodes after the perturbation, $S_{\text {tot }}$ is the total final service, while $y_{\text {best }}$ is the best fitness of 10 runs. This example refers to the perturbation of node 83 (out-degree centrality equal to 4 ), for a graph of size 100 nodes. On the left, weights $w_{1}=w_{3}=1, w_{2}=10$, while on the right weights $w_{1}=w_{2}=1, w_{3}=10$. Parameters: npop $=400$, ngen $=200$, indpb $=0.7$, tresh $=0.4$, nsel $=100$.

|  | No switches case: 83 survived nodes, $S_{\text {tot }}=14$ |  |  |  |  |  |  |  |
| :--- | :--- | :--- | :--- | :--- | :--- | :--- | :--- | :--- |
| $\%$ | \# acts | surv. | $S_{\text {tot }}$ | $y_{\text {best }}$ | \# acts | surv. | $S_{\text {tot }}$ | $y_{\text {best }}$ |
| 10 | 1 | 84 | 14 | -223 | 1 | 84 | 14 | -853 |
| 20 | 1 | 91 | 22 | -310 | 1 | 91 | 22 | -931 |
| 30 | 2 | 94 | 22 | -312 | 2 | 94 | 22 | -960 |
| 40 | 2 | 94 | 22 | -312 | 2 | 94 | 22 | -960 |
| 50 | 3 | 96 | 22 | -313 | 3 | 96 | 22 | -979 |
| 60 | 3 | 96 | 22 | -313 | 3 | 96 | 22 | -979 |
| 70 | 3 | 96 | 22 | -313 | 3 | 96 | 22 | -979 |
| 80 | 3 | 98 | 23 | -325 | 3 | 98 | 23 | -1000 |
| 90 | 3 | 98 | 23 | -325 | 3 | 98 | 23 | -1000 |

Table 4. Results for the best switch state for increasing percentage of switches. In the table header, \#acts represents the number of actions, surv the number of survived nodes after the perturbation, $S_{\text {tot }}$ is the total final service, while $y_{\text {best }}$ is the best fitness of 10 runs. This example refers to the perturbation of node 83 (out-degree centrality equal to 4 ), for a graph of size 100 nodes, with weights $w_{2}=w_{3}=1, w_{1}=10$. Parameters: npop $=400$, ngen $=200$, indpb $=0.7$, tresh $=0.4$, nsel $=100$.

| No switches case: 83 survived nodes, $S_{\text {tot }}=14$ |  |  |  |  |
| :--- | :--- | :--- | :--- | :--- |
| $\%$ | \# acts | surv. | $S_{\text {tot }}$ | $y_{\text {best }}$ |
| 10 | 0 | 83 | 14 | -97 |
| 20 | 1 | 91 | 22 | -103 |
| 30 | 1 | 91 | 22 | -103 |
| 40 | 1 | 91 | 22 | -103 |
| 50 | 1 | 91 | 22 | -103 |
| 60 | 1 | 91 | 22 | -103 |
| 70 | 1 | 91 | 22 | -103 |
| 80 | 1 | 91 | 22 | -103 |
| 90 | 1 | 91 | 22 | -103 |

## 4. Conclusions

In this work, we have presented a method able to perform risk analysis, together with the consequent fault system diagnostics, on complex interconnected systems. Everything that has been presented in this paper is implemented in GRAPE software [9].

Weighted graphs describe preferable itineraries for the flow of commodities, concerning areas in which the course can be less favored; everything is efficiently integrated in the graph paradigm. Our focus in this work has been devoted to the introduction of the new concept of service. Its creation redefines the different roles of the nodes within the network and allows quantification of its residual operational capacity. In particular, its value is preserved and maximized by an automatic identification of the best configuration of the set of SWITCH nodes, that are involved in limiting the cascade effect within GRAPE simulation of a fault propagation in the system.

The different types of perturbations available in the software are explained, and several examples are given on model graphs. Results obtained on random sparse graphs are also presented, highlighting how fault limitation is improved by the presence of an increasing number of switches. The methodology illustrated here is of immediate application to industrial plant systems of different natures. The graph standard is general enough to be applied to diverse cases, integrated with a precise estimate of the resources still available in the system. For these reasons, this software can be employed in the development of a digital twin for fault analysis, from the early stages. The scalability of the graph concept towards larger systems is of immediate transfer and is going to be analyzed in even further detail in the future. Future developments are going to include querying the software with realistic plants of increasing complexity. This implies the extension of GRAPE to graphs of increasing size.

Finally, another possible extension of this work can be the coupling of graph topology with realistic physical quantities on nodes or edges; it can be of relatively easy implementation within our software and could be of wide use within realistic industrial applications.
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